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Abstract

We carry out a quantitative empirical comparison of the macro-level evolution of software packaging ecosystems for a multitude of different programming languages. We report on the most important observed differences and commonalities in the evolution of their package dependency networks. We hypothesise that the observed commonalities emerge due to the ecosystem scale and complexity. Inspired by Lehman’s laws of software evolution, we seek evidence for a series of empirically observable “laws of software ecosystem evolution”.

1 Lehman’s Evolution Laws

The famous “laws of software evolution” [Leh78, Leh80, LPF98] have been the subject of a lot of research in the software engineering research community. It is fair to say that they have given rise to the, now well-established, subdomain of software evolution. Following the emergence of the open source phenomenon, many researchers have tried to verify whether the laws remain valid in large, distributed, open source software systems [GT00, Koc07, FRLWC08, IF10, HRRGB13]. The law of “continuing change” and the law of “continuous growth” have shown to be valid for such systems. The law of “increasing complexity” does not appear to hold, however. It is less clear whether the other laws, such as the law of “declining quality” remain valid.

Differences in evolution dynamics have been observed depending on the considered level of granularity. At a macro-level scale, some systems (like the Linux OS) followed a superlinear growth curve [GT00], while the growth rate at the level of individual modules remained linear. Therefore, Gall et al. [GJKT97] stressed the need to study software evolution at different levels of granularity. Indeed, differences in research outcome depending on the level of detail have caused similar discrepancies in other empirical software engineering work [PFD11].

In our work, we therefore study software evolution at a macro level [GRM+09] in order to determine whether we can observe the emergence of common evolution patterns that are not directly observable at lower levels of granularity. This research goal is directly in line with the recommendation made in [HRRGB13]: “Had Lehman started his research today, with the rich environment that we enjoy, he probably […] would have looked for invariant properties using new statistical and empirical approaches, […] obtaining models that would help in the development and maintenance of software.”

2 Software Packaging Ecosystems

The level of granularity we are interested in are so-called software ecosystems, large and coherent collections of interdependent software components that are maintained by large and geographically distributed communities of collaborating contributors. They have become a very active research domain [MS03, Lun08, MH13, BCD+13, JCB13].

Our own recent focus in this domain has been on what we refer to as packaging ecosystems. These are software ecosystems consisting of collections of interdependent and versioned software packages that are distributed by an automated package manager tool. Such ecosystems are commonplace for programming languages. Nearly every contemporary programming language has one or more central software repositories through which software developers using these language can distribute or use software developed...
for and with this language. Well-known examples are CRAN for the R programming language, npm for JavaScript and RubyGems for Ruby. We have empirically studied the structure and evolution of their package dependency networks [DMCG15, DMCG16, DMC16, DMC17] and observed some important differences in their evolution dynamics, but also some interesting commonalities.

We report on initial results of an extensive empirical comparison that we are conducting on the evolution of the package dependency networks in seven packaging ecosystems for different programming languages: Cargo for Rust, CPAN for Perl, CRAN for R, npm for JavaScript, NuGet for the .NET development platform, Packagist for PHP, and RubyGems for Ruby. Their package dependency networks were extracted based on data from the open source discovery service Libraries.io\(^1\) under Creative Commons licence CC BY-SA 4.0\(^2\).

The considered dependency networks vary in size and age. For example, Cargo is the smallest and youngest one, created in 2014 and containing over 9k distinct packages and over 150k dependencies in April 2017. npm is much larger, with over 462k packages and over 1,369k dependencies, while still being fairly young (created in 2010). cran is one of the oldest ecosystems, created in 1997, but still one of the smallest, with only 12k packages and 164k dependencies.

3 Preliminary Evidence of the Laws of Ecosystem Evolution

Based on a series of metrics to measure specific characteristics of the package dependency networks, we compare the evolution dynamics of these packaging ecosystems. We observe some important differences in the ecosystem dynamics, but we also observe some important commonalities, despite the different characteristics of the considered ecosystems.

We argue that the observed commonalities are intrinsic to the scale, complexity and highly socio-technical nature of the observed ecosystems [Men12], and correspond to emerging properties that may be generally applicable to any similar software ecosystem of this size. These emerging properties, if empirically validated on a sufficiently large number of different ecosystems, have the potential of becoming established “laws of software ecosystem evolution”, inspired by Lehman’s laws of software evolution.

3.1 Continuing Growth and Continuing Change

In Figure 1 we observe evidence of the law of *continuing growth* in terms of number of packages or number of dependencies. This law appears to be satisfied for all considered packaging ecosystems, regardless of their size.

Figure 1: Continuing growth of packaging ecosystems. The y-axis uses a log-scale.

In a similar vein, Figure 2 provides evidence of the law of *continuing change*. Change is measured at ecosystem level by counting the monthly number of package updates. We observe that the number of package updates either remains stable or tends to grow over time.

Figure 2: Evolution of number of package updates by month (using a logarithmic y-axis).
3.2 Increasing Complexity

Lehman’s law of increasing complexity asserts that the complexity of a software system tends to increase unless if work is done (e.g. refactoring) to maintain or reduce it.

The complexity of a package dependency network is mainly determined by its dependencies. Ecosystem complexity metrics therefore need to be based on these dependencies, but they also need to be independent of the ecosystem size in order to allow for an easy comparison of the complexity between ecosystems. We propose two such simple complexity metrics in Equations 1 and 2.

\[
\frac{\text{total number of direct dependencies}}{\text{total number of packages}} \quad (1)
\]

\[
\frac{\text{total number of transitive dependencies}}{\text{total number of direct dependencies}} \quad (2)
\]

Figure 3 presents the evolution of the first metric. It provides preliminary evidence that the ecosystem complexity increases over time, in the sense that the number of direct dependencies grows faster than the number of packages.

Figure 3 shows the evolution of the second metric, and sheds more light on the “hidden complexity” induced by the presence of transitive dependencies (packages that depend on other packages that depend on other packages and so on). We observe that, according to this metric, npm, nuget and cargo can be considered more complex than the other ecosystems due to the higher ratio of transitive dependencies. Moreover, their complexity is growing faster than for the other ecosystems.

It is interesting to observe that, after March 2016, ecosystem-wide effort has been undertaken by package maintainers to reduce the complexity of npm. This happened after the famous incident caused by the sudden and unexpected removal of the left-pad package [Sch16]: “This impacted many thousands of projects. [...] We began observing hundreds of failures per minute, as dependent projects – and their dependents, and their dependents... – all failed when requesting the now-unpublished package.”

We can actually quantify the number of high impact packages, i.e., those packages that are most likely to affect a large proportion of the ecosystem if they become subject to an important failure or vulnerability. To do so, we define the relative impact of a package as the proportion of packages in the dependency network that transitively depend on it. Figure 5 shows the evolution of the number of packages \( p \) with a relative impact higher than 5% of all packages.\(^3\) This figure resembles Figure 4 and shows that the number of high impact packages is fairly low and only very slightly increasing for most ecosystems, but higher and increasing much faster for npm, NuGet and Cargo.

4 Conclusion

We started to explore to which extent Lehman’s laws of software evolution can be generalised at the macro-level of software ecosystems. In particular, we focused on package dependency networks of large collections of software packages distributed by package manager systems for different programming languages.

\(^3\)We obtained similar results for other percentages.
Based on historical analyses of the evolution of these dependency networks we found preliminary empirical evidence of similar laws of software ecosystem evolution. For other laws, such as the law of declining quality, additional sources of information are required to provide empirical evidence.

We will continue to collect more empirical evidence, and we also plan to consider the effect of the social dimension, by studying how the ecosystem contributor community influences the evolution dynamics of the package dependency networks.
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