New Approach To Understand The Origins Of a Bug
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Abstract

This paper presents our ongoing research work. The core of our study is focused on bug fixing and bug seeding process, concretely, in the study of the assumption made in the literature which says that a “given bug was introduced by the lines of code that were modified to fix it”. After exploring manually and in detail how a number of bugs were introduced in two different projects, we are developing an approach to find the Bug introducing change automatically. Furthermore, based on the above assumption we are carrying out a systematic literature review about the use and credibility of this assumption in previous studies.

1 How to locate the origin of a bug: The SZZ algorithm

To fix a bug in a software it seems necessary to understand why it is behaving erroneously, and then modify the source code that is causing such behaviour, this change to the code is identified as the bug-fixing change. Those changes can be identified thanks to the information at our disposal in modern software development projects. However, identifying the previous change(s) responsible to cause the bug that was later fixed is not a trivial task and it could be a very interesting exercise.

The problem of locating the change causing a bug has already been addressed in previous works. Silwerski, Zimmermann, and Zeller were successfully able to identify changes in version control that induced fixes of bugs creating the well-known algorithm SZZ [silwerski2005]. The main assumption of this algorithm is based on the idea that modified or removed lines in a fixing-commit are the ones suspicious of inducing the later fix. Thus, tracing back them in the source code management system to the time when they were modified or added result in the commit that is considered as the cause of the bug.

However, we know that certain common change patterns that occur in the normal development process make this method less useful, such as an older modification, or a change in some API in a different part of the code. Thus, this causes issues when you attempt to identify the location of the bug by assuming that the last modification to change a particular line has injected the buggy line.

1.1 Credibility of the SZZ algorithm

Since the publication of the SZZ algorithm, many adaptations of this algorithm have been described in the studies, causing that such algorithm has become a standard for bug prediction and bug detection studies.

For example, Prechelt and Pepper described in detail the limitations of the method to identify the bug inducing change when adopted by practitioners [prechelt2014]. Also, Hata et al. introduces an approach for fault-prone module detection. Using the SZZ to identify the faulty modules in spite of their knowledge of some limitations [hata2010]. In the same line, Mizuno et al. propose a model that predict the
likelihood that a change will be a bug inducing commit based on the use of SZZ to identify faulty modules, despite of the limitations they described in their paper [mizuno2010]. In addition, the recent study by Da Costa et al. evaluated the results of five alternative SZZ implementations using a proposed a framework. The results point out that the current SZZ implementations still lack mechanisms to correctly identify the real bug inducing commits [da2016].

The limitations of the SZZ algorithm are known by practitioners, however researchers are still using this approach in their studies and currently, the SZZ algorithm paper has more than 500 cites. We are working on a systematic literature review in order to understand how and why researchers have used it even when they know the risk of the false positives in the use of this approach. We focus our study in investigating the purpose, the easy of replication, and the credibility of each paper that use this algorithm. The main goal of this work is to better understand how others use this algorithm and also provide some guidelines to improve the credibility of techniques that are used to locate the origins of the bug.

2 Empirical Study

Our aim is enhance the credibility in the current literature of the SZZ algorithm by mitigating the false positives that it causes, and to do that we believe in an idea similar to that version control system bisection provides. Hence an issue is resolved and a test case is added in a revision, we might know that the bug have been injected before that revision. Thus, going back to previous revisions we might determine whether or not the bug is present. If it is indeed present, the test case fails and the bug must have been injected before (or by) that revision. We have used information from the source code management system, the issue tracking system and the code review system to first understand which was the malfunction caused by the bug, what problems in the source code were causing it, and how it was fixed.

We have carried out the study in two projects, Nova and ElasticSearch. We choose this projects because the high number of developers involved in each project and also because they use different programming languages. Furthermore, to do our analysis we have used all the history of the software component, to find out the moment when the malfunction happened for the first time, and which change(s) to the code, introduced it.

Figure 1 shows the check test idea. We are able to find the suspicious commit to be the bug inducing commit based on the idea of having an omnipotent view. Thus, the test is passed to all previous commits looking for the one that fails; if found, we will be consider it as a candidate for the bug inducing change.

2.1 Results

We have analyzed randomly 59 bug reports from each project, looking for the origin of a bug. Thus, after finding the line(s)/token(s) which fixed the bug in the
Table 1: classification of each ticket analyzed depending on the nature of its bug

<table>
<thead>
<tr>
<th>Group</th>
<th>Nova(L)</th>
<th>ES(L)</th>
<th>Nova(T)</th>
<th>ES(T)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Group 1</td>
<td>7 (12%)</td>
<td>8 (13%)</td>
<td>7 (12%)</td>
<td>7 (12%)</td>
</tr>
<tr>
<td>Group 2(a)</td>
<td>29 (49%)</td>
<td>29 (49%)</td>
<td>33 (56%)</td>
<td>33 (56%)</td>
</tr>
<tr>
<td>Group 2(b)</td>
<td>23 (39%)</td>
<td>22 (37%)</td>
<td>19 (32%)</td>
<td>19 (32%)</td>
</tr>
</tbody>
</table>

59 bug reports we found that almost all bug reports analyzed were in group 2, so we could be able to locate the buggy version for each bug report. Table 1 shows the percentage of bug reports belong to groups 1, 2(a) or 2(b) using the line and token method.

Additionally, in those cases where the test fails as we expected and the ticket does not present a bug inducing change into the previous commits, we are able to present a short classification of the main reasons: (1) Changes to APIs, such as the addition of an argument, (2) Changes in external artifact, (3) New lines added in the fixing commit.

Furthermore, our research shows evidence that assuming that the previous commit is where the cause of a bug can be found does not hold for a significant fraction of bugs. The most common reasons for the previous commit was not a bug inducing change in the projects are: (1) Variable renaming, (2) Changes done by the bug fixing commit in a clean line, (3) Refactoring of the code in some lines.

Furthermore, our knowledge exactly the moment when the bug was inserted we are able to calculate metrics such as the Time To Fix (TTF), the Time To Review (TTR), the Time To Notify (TTN) a bug or the fix-effort to improve code quality and to study the relationship between them. Currently, we could compute the TTF, TTR and the fix effort by locating with the SZZ the bug introduction change. However our proposal improve these metrics since they are computed from the precise moment when the bug was injected and not from the main assumption that the SZZ makes. We believe that the study of such metrics may prevent the injection of bugs in the future and help us understanding and measuring the software evolution.

Figure 3 provides a visual explanation of the metrics that we propose.

- Experience until Bug Introducing Change (EuBIC): Experience measures in days of the author inserting the bug at the moment of doing the commit.
- Time To Notify (TTN): Time in days since the bug inducing commit was merged into the master branch until some developer notified the bug and reported it in the bug tracking system.
- Time To Fix (TTF): Period in days from the notification of a bug report to when it was closed with a fixing commit.
- Bug Fixing Time (BFT): Time in days from the date of the bug inducing change to the fixing commit date.

3 Conclusions and further research

In this paper we present two of our ongoing research works, the first describes a new approach to locate the origin of a bug based on the idea of testing each previous version until find the version that causes the malfunction of the code. This way, we could reduce the false positives and also find the missing false negatives that SZZ causes. This empirical study gives cause for understanding how metrics extracted from the precise location of a bug are related to the maintenance and evolution of a software.

Our second research provides deep insight on the credibility and use of the most known algorithm to locate the line(s) that injected the bug into the source code. With a systematic literature review of this algorithm we try to understand how other studies used it and how we authors mitigate their limitations.

A future line could be the full automation of the methodology used in this paper, that would provide software projects with a valuable tool for understanding how bugs are introduced, and therefore calculate these metrics for mitigation.
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